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Abstract - Regression testing is a crucial process for verifying that changes in the code do not introduce new faults. One widely 

used and effective technique to enhance regression testing is Test Case Prioritization (TCP), which focuses on determining the 

optimal order of test case execution to improve the rate of fault detection, especially in the early stages of testing. TCP tools are 

typically based on either single or multiple coverage criteria. However, tools based on single coverage criteria are often 

inefficient for regression testing, as they require repeated testing for each criterion , leading to increased time and cost. On the 

other hand, multiple coverage TCP tools offer a more comprehensive approach ; they often lack empirical evidence regarding 

the most effective combinations of coverage criteria to use concurrently. To address these challenges, this study proposes a novel 

test environment for TCP and empirically compares various combinations of coverage criteria. A case study was conducted to 

evaluate the proposed environment. The results demonstrate its practical feasibility and improved effectiveness in enhancing the 

regression testing process. 

Keywords - TCP, Multi-coverage, Software Testing.

1. Introduction 
Software testing is the action taken when we need to 

figure out the completeness, accura cy and productivity of a 

software by inspecting the behavior of the software to 

determine if what the user needed, and the product made are 

the same and their differences [2]. Regression testing is a 

crucial phase in the testing process during the SDLC because 

it certifies that the updates made to the software did not 

interfere with the other parts of the software to prevent 

unwanted behaviors [3]. The number of test suites used 

throughout the testing process increases as the development 

goes on, so it will cost too much to execute all the suites for 

every modification that is made. Moreover, regression testing 

checks that current features still work after changes have been 

made to the system to ensure that no new bugs have been 

added [11, 12]. Test case prioritization is a useful and 

productive approach that can be used to minimize the cost and 

time of the testing activities by organizing the test cases and 

detecting the faults earlier [6]. Many companies worldwide , 

such as Microsoft and Google, have recently used these 

techniques to make testing activities easier. Many test case 

prioritization techniques exist, such as coverage-based, 

requirement-based and change-based techniques [10]. There 

are several existing TCP tools that have been based on both 

single and multiple coverages. The single coverage TCP tools 

are not efficient for regression testing. Consequently, testing 

should be conducted multiple times for each coverage 

criterion, and this will result in time and cost [2]. Moreover, 

the multiple coverage TCP tools do not have empirical 

evidence on which of the coverage combinations are the most 

effective ones that can be used at the same time. Hence, in this 

study, a test environment for TCP has been proposed, and the 

combinations of coverage criteria have been empirically 

compared. Furthermore, a case study has been selected to 

evaluate the proposed TCP environment. The evaluation 

shows the practical feasibility and effectiveness of the TCP 

environment.   

The remainder of the paper is organized as follows: 

Section 2 gives a literature review on the existing TCP tools. 

Section 3 presents the proposed TCP environment. Section 4 

provides for the evaluation of the proposed TCP environment. 

Section 5 discusses this work. Section 6 gives the conclusion 

of the study. 
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2. Literature Review 
Early research indicated that one of TCP's most important 

factors was coverage.  According to the scope of code 

elements (such as statements or branches) that test cases cover, 

Rothermel et al. [13] provided a set of approaches that include 

total and additional coverage priority.   Tests that cover the 

greatest ground overall are prioritized by total coverage, 

whereas tests that cover elements not covered in earlier runs 

are selected by additional coverage.  These results were 

validated by real-world studies by Elbaum et al. [14], which  

demonstrated that using a single criterion, such as statement 

coverage, improved defect detection rates. Sinaga [15] 

developed a branch coverage-based TCP technique where test 

cases are arranged according to their ability to test various 

branches.   The approach repeatedly selects tests covering the 

least unknown branches using a greedy algorithm.  The 

Average Percentage of Faults Detected (APFD) on benchmark 

programs has been demonstrated to increase by 20–30%. 

The novel test case prioritizing approach introduced by 

Alazzam and Nahar [7] incorporates both the line of code 

coverage metrics and the percentages of method coverage.  

They discovered that the more weighted test cases had a better 

chance of identifying flaws in the early stages of the testing 

procedure.  The calculation was done by dividing the total 

number of methods and lines of code by the sum of the 

methods and lines of code covered combined. Srisura and 

Lawanna [8] proposed a method for choosing the generated 

false test cases during regression testing, and they did a 

systematic experiment to evaluate the quality of the method. 

A TCP technique called PORT was introduced by Prakash and 

Gomathi [2] and primarily concentrates on four factors: 

implementation complexity, fault proneness, customer 

priority, and requirements volatility of each demand.  

Additionally, they conducted multiple post hoc studies and an 

academic feasibility assessment. 

To determine which code is prone to errors and modify 

the coverage-based TCP techniques to account for the code’s 

defects, Wang and Tan [4] reviewed some of the current code 

testing methodologies to propose a new TCP methodology 

dubbed QTEP. Alemerien and Magel [15] conducted an 

experiment in another study to verify that the code coverage 

measures’ values are consistent across branch, line, method, 

and statement. 

Single-coverage analysis is straightforward and has been 

demonstrated to be effective in identifying faults in TCP; 

nevertheless, it has significant issues with scalability, the 

extent of fault identification, tool support, and metric 

consistency.   More empirical testing, better hybrid 

measurements, algorithm optimization, and stronger tools are 

needed to ensure that single-coverage TCP remains effective 

in complex, current software development environments. 

Single-Coverage Analysis's Drawbacks and Difficulties for 

Test Case Prioritization: 

• The limited scope of single-coverage measurements, like 

branch or statement coverage, sometimes leaves out 

intricate program relationships and interactions. 

• Scalability and Computational Overhead: Approaches 

such as Sinaga’s greedy approach for branch coverage 

and Alazzam and Nahar’s method that integrates method 

and line coverage are computationally demanding for 

extensive test suites or intricate systems.  The iterative 

process of prioritizing more coverage, as highlighted by 

Rothermel et al., intensifies this problem in large-scale 

applications. 

• Validation and Generalizability: Empirical validations, 

including those conducted by Elbaum et al., Sinaga, and 

Prakash and Gomathi, are frequently confined to 

benchmarks or scholarly case studies.  Real-world  

industrial applications, as observed by Srisura and 

Lawanna, are hardly examined, prompting inquiries over 

generalizability. 

• Limited Fault Detection Scope: While single-coverage 

techniques, such as those by Elbaum et al. and Sinaga, 

improve the Average Percentage of Faults Detected 

(APFD), they may miss faults not directly tied to the 

chosen coverage metric. For example, Wang and Tan’s 

QTEP technique adjusts for fault-proneness but still 

focuses on code-based coverage, potentially neglecting 

faults in non-code elements (e.g., configuration or 

integration issues). 

This section discusses the literature on the existing TCP 

tools, shows that none of the reviewed TCP tools have 

addressed ranking test cases, and provides evidence on which 

coverage combinations are effective.  

Therefore, this paper has been turned to propose a TCP 

environment that tackles the limitations of the previous TCP 

tools.  

3. The Proposed TCP Environment  
In this section, we have shown the proposed TCP 

environment and how the environment works. To use our TCP 

environment, the tester can follow these eight steps. 

Step 1: Based on our tool, first, the user will visit a  

browser with the address below. 

 
Fig. 1 Browser visit 

Step 2: After that, the front end of the tool will appear as 

follows.  
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Fig. 2 Choose source code and test case 

Step 3: The user will then upload both the source code 

and the test cases to be tested.  

 
Fig. 3 Upload source code and test case 

Step 4: After the upload process is complete, the user will 

then select which of the coverages they want to test. 

 
Fig. 4 Select coverages 

Step 5: After the selection, they will then process all the 

requests from the user and generate the next table that shows 

the coverage values of the test cases. 

 
Fig. 5 View coverage values 

Step 6: The system generates the next figure that shows 

the criteria value, the priority value, and the weight and 

average percentages of the test cases. 

 
Fig. 6 View criteria value, priority value, average percentage and weight 

Step 7: Then the system shows the user each test case and 

its priority value. 

 
Fig. 7 View test case values 

Step 8: Lastly, the rank of the test cases is shown to the 

user. 

 
Fig. 8 View test case ranking 

4. Evaluations of the Proposed TCP 

Environment 
To evaluate the effectiveness of the proposed Test Case 

Prioritization (TCP) environment, a  case study was conducted 

using a simple Java program designed to determine the largest 

of three input numbers. This program was chosen because it 

provides a straightforward yet non-trivial example, with 

multiple possible execution paths depending on the input 

values. 
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Fig. 9 Case study 

For this evaluation, seven carefully designed test cases 

were created to validate the correctness of the program under 

different input conditions, including: 

1. All numbers being equal. 

2. Two numbers are equal and greater than the third. 

3. One number is clearly larger than the other two. 

4. Boundary values such as negative inputs and zero. 

The Java code and corresponding test cases were 

uploaded to the TCP environment. The system was then 

executed under multiple coverage criteria, including statement 

coverage, branch coverage, and path coverage. 

 
Fig. 10 Test cases 

The TCP environment automatically processed the test 

suite and generated the following outputs: 

1. A coverage matrix mapping each test case against the 

program’s statements and branches. 

2. A table of computed criteria values, weights, and the 

corresponding average percentages. 

3. A final prioritized ranking table showing the execution 

order of the test cases based on their effectiveness. 

This evaluation highlighted the ability of the TCP 

environment to: 

a) Combine multiple coverage criteria into a weighted  

prioritization strategy. 

b) Demonstrate how certain test cases achieve higher 

coverage efficiency. 

c) Provide actionable insights into optimizing the execution 

order of tests for faster fault detection. 

Overall, the case study confirmed that the proposed TCP 

environment can produce meaningful prioritization results 

while offering flexibility in selecting and combining coverage 

criteria. This ensures more efficient software testing, 

especially in larger systems where test execution costs are 

significant. 

5. Discussions 
Several TCP tools have been proposed in the past 

literature. These tools have been ignored to show evidence to 

the tester which of the coverage combinations are effective to 

be used at the same time, and they did not show the ranking of 

test cases based on coverage value. So, the tester decides on 

which test case to run first. Moreover, most of the previous 

studies were based on single coverage, which was time-

consuming. Furthermore, multiple coverage TCP tools do not 

have empirical evidence on which of the coverage 

combinations are the most effective ones that can be used at 

the same time. Unlike the previous studies, we have addressed 

the issues of the previous studies by proposing a TCP 

environment. We demonstrated how to rank the test cases and 

evidence on effective coverage combinations by using the 

proposed TCP environment. We have conducted a case study 

to evaluate practically how the proposed TCP environment is 

effective. We conclude that the proposed environment will 

significantly reduce TCP time and cost and increase 

productivity. 

6. Conclusion  
Prioritizing the test cases is an effective and broadly used 

technique to carry out regression testing or to identify errors 

at the early stages of the testing process. TCP concerns basic 

planning of the test case execution, aiming to enhance the 

success of the software testing process by raising the rate of 

fault detection. Therefore, several TCP tools have been 
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proposed based on both single and multiple coverages. The 

single coverage TCP tools are not efficient for regression  

testing. Consequently, testing should be conducted multiple 

times for each coverage criterion, and this will result in time 

and cost consumption. In addition, the multiple coverage TCP 

tools do not have empirical evidence on which of the coverage 

combinations are the most effective ones that can be used at 

the same time. Nevertheless, a  TCP environment has been 

proposed for prioritizing test cases based on multiple coverage 

criteria. Additionally, a  case study has been conducted to 

evaluate the practical feasibility and effectiveness of the 

proposed TCP environment. In short, the proposed 

environment will significantly reduce TCP time and cost and 

increase productivity. The limitations of this study include the 

fact that test case results cannot be exported to different file 

formats, such as PDF, and the proposed TCP environment is 

limited to testing a few lines of code. Future work: The 

environment will be improved for exporting different file  

formats. Moreover, it can expand the proposed environment 

to accept large amounts of code. 
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