
International Journal of Engineering Trends and Technology                           Volume 73 Issue 9, 229-235, September 2025 

ISSN: 2231–5381 / https://doi.org/10.14445/22315381/IJETT-V73I9P121                                          © 2025 Seventh Sense Research Group®   
     

 This is an open access article under the CC BY-NC-ND license (http://creativecommons.org/licenses/by-nc-nd/4.0/) 

Review Article 

Machine Learning Software Component Quality: Current 

Status, Challenges, and Future Directions 

Mohamed Abdullahi Ali1*,2, Ng Keng Yap1, Hazura Zulzalil1, Novia Indriaty Admodisastro1,  

Amin Arab Najafabadi1, Jamal Abdullahi Nuh3 

1Faculty of Computer Science and Information Technology, Universiti Putra Malaysia, 43400 Serdang, Selangor, Malaysia . 
2Faculty of Engineering and Technology, Salaam University, Mogadishu, Somalia 

3Faculty of Information Sciences and Engineering, Management and Science University, Shah Alam, Malaysia . 

*Corresponding Author : moha.abdalla315@gmail.com   

Received: 15 April 2025         Revised: 15 August 2025               Accepted: 22 September 2025                 Published: 30 September 2025 
 

Abstract - Traditional software is developed by writing code. As big data analytics and Artificial Intelligence (AI) technologies 

advanced, many Machine Learning (ML) based software and applications became widely accepted and used in people's daily 

lives. Such software is developed from trained data, and this behaviour differs from traditional software development. At this 

moment, building ML software consumes time and effort and requires knowledge of statistics and ML model training. To 

overcome this, several recent studies proposed building ML software through an ML software component-based method. 

Consequently, this approach will increase reusability and reduce development effort in ML software. Presently, there is a high 

demand for creating a quality model for ML software components, as traditional software component quality models cannot 

support specific quality aspects of ML software components. For instance, ML software component behaviour differs from 

conventional software components because they are built from trained data rather than being written in programming code. 

Thus, the ML software component quality model became essential due to their unique nature. This study offers an outline and 

insights for researchers to better understand the present condition of machine learning software component quality models, 

related challenges, future directions, and the advantages of adopting a component -based software development approach for 

machine learning software (i.e., machine learning software components). 

Keywords - ML software, Quality model, ML software component. 

1. Introduction 
With the rise of Big Data, Cloud Computing, and 

Machine Learning (ML), the field of Software Engineering 

(SE) has evolved from a simple calculating engine. Each time 

one of these transitions occurs, SE goals are modified to fit 

these trends, which encourages the investigation of new and 

reliable techniques [1]. AI and big data technologies have 

advanced rapidly, leading to widespread adoption of AI -based 

applications in daily life [2]. ML models now form the core of 

modern software development, with 7 million developers 

already using them and 9.5 million more expected to adopt 

them soon [4, 5]. This study defines ML software as systems 

built using ML models (data and algorithms). Such software 

increasingly impacts critical decisions like medical diagnoses 

and financial approvals, underscoring its societal importance 

[6]. Traditional software quality assurance is well-established, 

with proven industry practices [7]. However, these approaches 

often fail for ML systems, where behavior emerges from 

training data rather than explicit programming [8]. Unlike 

deductively coded traditional systems with predefined rules, 

ML systems learn patterns inductively, creating unique quality 

challenges that require new validation paradigms beyond 

conventional software engineering methods [9]. Significant  

efforts are advancing industrial AI and ML applications, yet 

quality evaluation and assurance remain key challenges [10]. 

While development support for ML systems has grown, their 

unique data-driven nature creates novel quality concerns. The 

rapid evolution of AI technologies has intensified demand for 

high-quality AI software, but traditional quality approaches 

often prove inadequate for these distinctive systems [2]. ML 

software development is complex and expertise-intensive 

[11]. Component-based approaches help address challenges, 

but data-driven ML components employing various 

techniques introduce unique quality concerns beyond 

traditional software [12-16]. ML components possess unique 

quality traits like accuracy and fairness, requiring distinct 

measurement methods from traditional software. Different 

development paradigms demand tailored quality models to 

address their specific characteristics [17, 18]. Nonetheless, 

there exist scholarly studies on the quality of AI software [19], 

surveys about the quality of ML software [20], and Systematic 

Mapping Studies (SMS) pertaining to the quality of software 
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for AI-based systems, components, and software. 

Nevertheless, none of the existing literature examines models 

addressing the quality of machine learning software 

components, the challenges they present, or the benefits of 

employing a component-based approach for machine learning 

software.   The primary aim of this work is to elucidate the 

constraints established by the prior studies. Section 2 presents 

the relevant contextual information of the study. Section 3 

provides a comprehensive explanation of the research 

methodology employed in this study. Section 4 of the study 

contains a summary of the results and supplementary analysis.   

Section 5 of the study examines the conclusions drawn from 

the evidence and contemplates alternatives for future research. 

2. Literature Review 
2.1. Component-Based Software Engineering (CBSE) 

According to Crnkovic [22], Component-based Software 

engineering involves developing systems as an assembly of 

parts (components), developing parts as reusable entities, and 

customising and replacing parts to maintain and upgrade 

systems. Component-Based Development (CBD), as defined 

by Lau and Wang [23], utilises pre-built software elements or 

components to assemble systems. Instead of being created as 

a single entity, a  system is composed of smaller components. 

Such a method reduces production costs by constructing a 

system from pre-existing parts rather than building it from 

scratch. The ability to reuse components across different 

systems also facilitates software reuse. As a result, CBD 

promises the advantages of more reuse, cost-effectiveness, 

and shorter time to market. 

2.2. Software Quality 

According to the IEEE [24], software quality is the level 

to which a system, part, or process meets certain standards. 

Software engineering is a subject that places a strong emphasis 

on developing high-quality software products. Hence, the 

significance of software quality is obvious. Over the last three 

decades, software engineering researchers have paid close 

attention to software quality [25, 26], focusing on the market 

value of software products [27, 28]. It takes a lot of work to 

create high-quality products since product developers must 

also cope with difficulties, including competitors, quality 

problems, and client satisfaction [29]. As noted in [27, 30], an 

increasing number of firms and organizations are imposing 

requirements on both the quality of the processes utilized in 

software development and the quality of the products they 

acquire or create. 

2.3. Software Quality Model 

Software quality models are defined by ISO/IEC IS 9126-

1 [31] and consist of a collection of qualities and the 

relationships between them. These attributes form the basis for 

quality evaluations and the establishment of quality standards. 

Quality models have been established to delineate the essential 

components, referred to as characteristics, and their 

corresponding sub-factors, known as sub-characteristics, for 

the assessment of software quality.   Each sub-factor is 

assigned a specific set of measurements for the evaluation.   

Software quality models are primarily categorized into basic 

and customized quality models. 

Because of their hierarchical structure, the Basic Models 

are open to review and improvement and can be used for any 

type of software product.   Look at these six:   Various models 

and standards have been developed for international software, 

including McCall et al., 1977; Boehm et al., 1978; FURPS 

Model, 1992; Dromey Model, 1995 [32]; and ISO 9126-1 

model, 2001 [31]. In 2003, ISO/IEC 9126-2 was issued for 

external metrics, and in 2004, for internal metrics and quality 

in use, ISO/IEC 9126-4 was issued.   Taking into account 

feedback from previous models, the ISO-9126 model specifies 

criteria for assessing software quality.   The 2007 revision of 

the ISO 25010 concept, as published in ISO/IEC CD 25010 

[33], included certain changes.   ISO 25010, which stands for 

"Software Engineering—Software Product Quality 

Requirements and Evaluation," is an acronym for software 

engineering. 

Tailored Quality Models were first demonstrated by the 

Bertoa, Alvaro, and Rawashdesh models [34-36].  Their 

primary characteristic is that they are customized for a 

particular application area, and feature adjustments can differ 

when compared to a universal model.  These models were 

created in response to the need for high-quality models to 

evaluate specific components in organizations and the 

software industry.  The latest software development, ISO 

9126, is one example of how they are built utilizing sub-

factors that are either added to or modified from Basic Models 

to satisfy the requirements of specific domains or specialized 

applications. 

2.4. Intersection between AI and SE 

The "AI spells" dominate SE research and communities 

[37]. While AI is defined as the process of giving machines 

intelligence, SE is a practical engineering topic and is defined 

as the process of defining, developing, and deploying systems. 

Software and engineering are two terms that SE made [38]. 

Engineering pertains to the methodologies employed in design  

and building to ascertain the cost of effective solutions, 

whereas software denotes programs that integrate instructions 

to provide required functionality.  A systematic methodology 

for the design, development, implementation, and 

maintenance of a software system constitutes another 

definition of Software Engineering (SE) [39].  

The SE community has adopted and tailored numerous 

valuable AI-related approaches, methodologies, and 

procedures.  These AI algorithms and methodologies 

influence nearly every software engineering action. SE for ML 

involves the development, design, and upkeep of software 

systems that incorporate machine learning capabilities. 

Academic researchers are currently engaged in the 
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examination of differences between ML software and 

conventional software. Additionally, they are putting forth 

novel methodologies and instruments to address these 

differences. 

ML for SE involves the use or customisation of AI 

techniques to various software engineering activities [40].   

Software defect prediction [41], code smell detection [42], 

reusability metric prediction, and project cost estimation [43] 

represent a subset of these tasks; however, they are not 

exhaustive.   Software engineers can enhance the velocity and 

efficacy of program development by utilising machine 

learning models derived from software engineering data, 

encompassing source code, requirement specifications, and 

test cases. 

2.5.  Related Works 

This part discusses past studies on the quality of AI 

software and systems, comparing the study's goals, scope, and 

conclusions. 

Gezici and Tarhan conducted a comprehensive 

assessment of 29 papers concerning the quality of AI software.   

To identify contemporary quality models for AI -driven 

software quality, they examined quality attributes, their 

assurance, challenges, and solutions from 1988 to 2020.  

Researchers aim to evaluate the efficacy of AI software 

comprehensively. 

A total of seventy-two research papers pertaining to the 

creation, maintenance, issues, and solutions of ML-based 

software systems were reviewed by Lwakatare et al. [21].  

Since the software under review is ML-based, this study does 

not place an emphasis on product quality. 

Riccio et al. [54] mapped out all 70 papers that were 

written on functional testing for Machine Learning Systems 

(MLS).    Reference [54] talks about ML software testing, 

problems, and solutions, while this work is mostly about AI -

based software, systems, and parts.  Even though the research 

subjects are testing-related, this study is mostly about the 

quality of ML software components.  Because of this, [54]'s 

contributions and consequences are very different from those 

of this work. 

Habibullah et al. [55] present the most comprehensive 

synthesis of quality indicators among all the evaluated 

publications.  The collection of QAs was established from 

conversations with professionals in the domain of designing 

ML-enabled solutions.  The authors gathered 37 quality 

attributes (non-functional needs of the system) pertinent to 

product operation, revision, and transition. Indykov et al. [56] 

proposed a quality model for machine learning-based systems.   

The analysis showed 11 prominent quality  attributes, 16 

applicable architectural techniques, and 85 probable quality 

trade-offs.   The outcomes organize current research in the 

building of ML-enabled system architectures. 

Prior research has enhanced our understanding of AI -

based software scenarios and instances; nevertheless, it has 

not elucidated the quality of machine learning software 

components in academic, industrial, and experimental 

contexts. 

3. Research Methodology 
To accomplish the study objective, it is essential to 

develop a well-structured plan that outlines the specific 

sequence of tasks to be undertaken. This section outlines the 

sequential procedures undertaken to conduct the research.  

A comprehensive literature review on machine learning 

software component quality was carried out in the IEEE 

Xplore, Scopus, Google Scholar, and ACM Digital Library 

databases. The search included both conference and journal 

publications written in English. The literature search was 

conducted with three research aims in consideration. Firstly , 

to determine the benefits of using component-based software 

development in the machine learning software context. 

Secondly, to assess the status of machine learning software 

component quality. And finally, to examine the problems 

associated with it. 

4. Results and Discussion 
4.1.  Benefits of the Adoption Component-based Approach 

for ML Software Development 

Traditional SE practices, such as encapsulation and 

modular design, have demonstrated the value of clear 

abstraction boundaries [44]. However, several difficulties 

have been encountered when developing ML software from 

scratch, such as the need for experts, time consumption, 

complexity, and cost, rather than reusing a model that 

addresses these difficulties. Implementing ML from scratch 

into applications is difficult, time-consuming, and necessitates 

expert knowledge [11]. Furthermore, ML has seen widesprea d 

adoption in a wide range of real-world problem domains, from 

business to healthcare to agriculture [45]. However, 

developing effective ML solutions necessitates highly  

specialized experts who are proficient in both statistics and 

programming. Furthermore, starting ML from scratch requires 

more training cost and time than utilizing an existing model 

[11].  

In order to overcome these challenges, a  number of earlier 

studies have employed Component-Based Development 

(CBD) strategies; these studies centre on the idea of 

componentizing Machine Learning (ML) models and 

Artificial Intelligence (AI) neural networks through the reuse 

of component-based approaches; the goal of this strategy is to 

shorten the time it takes to develop ML software and do away 

with the need for software engineers to have deep knowledge 

of ML algorithms and models [12-14]. Additionally, it aims to 
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reduce the complexity associated with software maintenance. 

By assembling a system from pre-built software units or 

components rather than from scratch, the CBD approach aims 

to reduce production costs [11]. The software industry has 

long wished for increased reuse, lower production costs, and 

quicker time to market, which is why CBD makes these 

promises. These components are easily reusable across several 

applications [12]. The benefits of an ML software component 

are as follows: The concept of reusability in software 

engineering refers to the ability of a software component to be 

reused without requiring knowledge of its underlying 

implementation. Reusability: This is achieved by the creation 

of a coherent and loosely linked module that can be easily 

integrated into different systems. Plug-ability: The ability of 

the software components to be quickly replaced. It offers 

pluggability both when running and when not. 

4.2.  Current Status and Challenges for ML Software 

Component Quality 

There are enormous efforts to improve the quality of ML 

software, such as [10, 47, 48]. These studies only contain a 

quality characteristic from the ML software perspective. 

Nevertheless, as ML software components own both ML 

software and software component characteristics, these 

studies are irrelevant and inappropriate for assessing ML 

software components due to the lack of software component 

quality characteristics.  

On the other hand, many studies on software component 

quality have been conducted [35, 49-51], but dealing with ML 

software components differs from dealing with conventional 

software components due to the involvement of training data 

[3]. Furthermore, because their functionality is derived from 

data, AI-based software components, particularly ML-based 

software components, present significant issues for quality 

assurance [16]. In fact, there are presently multiple software 

development paradigms [17]. Due to each software paradigm's 

uniqueness, a  specific software quality model must be 

developed for it. According to this, a  study by [18] stated that 

new characteristics might be added, and existing definitions 

may be modified when considering the nature of the product 

itself. So far, no study has been presented on the current 

quality status and problems with ML software components.   

As a quality standard, this ideal model should be used for both 

software parts and machine learning apps.   Therefore, Gharib 

et a l. [52] stressed how important it is to make a quality model 

for machine learning software components that includes a 

quality feature of these components. The product's overall 

quality and functionality will diminish if these components are 

unsuccessful [53]. Traditional systems and software's 

dependability is judged by several quality indicators.   

However, it is hard to use or modify these criteria to evaluate 

the quality of AI-based pieces because they are not usually 

good enough for directly analysing ML software and systems 

[3].  Special features of AI software systems mean that new 

quality models and measures are needed for software that uses 

AI [19, 48]. 

5. Conclusion  
Conventional software is constructed by writing code. 

Many ML-based software and applications have received 

much interest and use in people’s daily lives. However, 

developing such ML software requires time, effort, and 

training in both statistics and ML. To address this, numerous 

studies already in progress have been inspired to create ML 

software using ML software components. The behaviour of 

ML software components is distinct from that of conventional 

software components. Instead of being explicitly  

programmed, such components are constructed from trained 

data. However, because of their unique characteristics, ML 

software components do not adhere to conventional software 

component quality models and practices.  

This study analysed both the shortcomings and 

advantages of employing a component-based methodology for 

the development of machine learning software, along with the 

present state of the quality of machine learning software 

components.  This review revealed only papers focused on the 

standpoint of machine learning software quality.  The 

functionality of ML-based software components is contingent 

upon data, presenting novel issues for quality assurance [16].  

At present, various software development paradigms are in 

use.  Each software paradigm's distinctiveness necessitates the 

creation of a tailored software quality model. Similarly, 

another study [18] asserted that, depending on the product's 

characteristics, new attributes may be incorporated, and 

existing definitions may be modified.  To the best of our 

knowledge, no quality model exists for machine learning 

software at the component level.  Consequently, a  quality 

model for machine learning software components must be 

established by examining quality characteristics and metrics 

pertinent to their nature and functionality.  Finally, the 

practicality of the established quality model must be assessed 

via expert evaluation and case study. 
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