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Abstract - The software industry widely used monolithic 

system architecture in the past to build enterprise-grade 

software. Such software is deployed on the self-managed on-

premises servers. Monolithic architecture systems 

introduced many difficulties when transitioning to cloud 

platforms and new technologies due to scalability, flexibility, 

performance issues, and lower business value. As a result, 

people are bound to consider the new software paradigm 

with the separation of concern concept. Microservice 

architecture was introduced to the world as an emerging 
software architecture style for overcoming monolithic 

architectural limitations. This paper illustrates the 

taxonomical classification of microservice architecture and 

a systematic review of the current state of the microservice 

architecture by comparing it to the past and future using the 

PRISMA model. Conference papers and journal papers the 

base on the defined keywords from well-known research 

publishers. The results showcase that most researchers and 

enterprise-grade companies use microservice architecture to 

develop cloud-native applications. On the contrary, they are 

struggling with certain performance issues in the overall 

application. The acquired results can facilitate the 
researchers and architects in the software engineering 

domain who aspire to be concerned with new technology 

trends about service-oriented architecture and cloud-native 

development. 

Keywords - Microservices, Systematic review, PRISMA, 

Cloud computing, Architecture.  

I. INTRODUCTION 

Monolithic software architecture is a traditional way of 

building enterprise-grade software. In this architecture, all 

the modules are encapsulated into one single package and 

deployed in one single server. Those applications are named 

self-contained software. All the modules that reside in the 

monolithic software are tightly coupled and could have 

thousands of different services in a single executable file. For 

example, can consider the web-based application consisting 
of the significant three ties: user interface, business logic, 

and the data access layer.  From the standpoint of monolithic 

architecture, all the ties are written in a single code base and 

deployed in one package. Most of the architects focus on the 

concept of granularity in software architecture. Monolithic 

software architecture solely allows the coarse granularity 

level since monolithic architecture has significant 

subcomponents and single objects hold a lot of data in the 

entire system. The object-Oriented programming (OOP) 

concept is commonly used to develop software. Many 

programming languages and languages versions are released 

to the development community with the use of the OOP 

concept. With technological development, people are prone 
to embrace various other concepts for software architecture. 

As a result, ‘separation of concerns’ was introduced to the 

computer science field. As a consequence, people transited to 

Service Oriented Architecture (SOA). This architecture has 

become quite popular among software developers who 

develop software in distributed environments [1]. In the SOA 

architecture, services are the stand-alone components 

deployed on the distributed environment and they perform 

the service orchestration over the network. Service-Oriented 

Computing (SOC) is a concept that applies services as the 

underlying elements for creating applications [2]. Software 

engineers use the SOA principle and the SOC concept to 
develop the application rather than going for monolithic 

architecture. 

 

Amidst the popularity of cloud computing, people are 

keener towards a developed application that possesses the 

capability of using cloud services and deploying on the cloud 

environment. That kind of application is called a cloud-

native application. New technology trends are also 

introduced to the world for application development. 

Software architecture is influenced by cloud-native 

technologies as well [3]. As a result, microservice 
architecture is introduced to the world to overcome the issues 

of existing software architectures. In the microservice 

architecture, all the services are deployed in the distributed 

environment and necessary services are called for to satisfy 

the business requirements. Such services are minute software 

components and intend to logically perform a specific task. A 

lot of microservice frameworks such as Spring Boot, Vert.x, 

Go Fast HTTP, etc. are introduced to facilitate the 

microservice development. Hence, developers can gain more 
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advantages in using those software architecture frameworks 

because they enable additional features in the form of simple 

libraries such as security, service discovery, distributed 

tracing, etc. 
 

The objective here is to identify the taxonomical 

classification and systematic comparison of the microservice-

based research studies and their real-world usage. Hence, 

considered some selected papers from well-known scientific 

publishers to conduct this research. Clarified and compared 

the microservice architecture's different qualities and how 

they evolved from the earlier stage to the current state and 

then used current highly practiced research methodologies, 

techniques, research approaches, and methods to conduct the 

research mapping study on the microservice architecture. 
This research study reveals that microservice architecture has 

addressed the issues which persist in the monolith software 

architecture. Most of the microservice's quality attributes 

bring more value to the developers. But, certain areas like 

inter-service communications in the microservice 

architecture need to be further improved.  

 

The outcomes of this research study benefit the 

researchers in the subject areas of software architecture and 

cloud computing. People who work in the capacity of 

software designers will assist this study in choosing the 
correct technology, tools, and methods for their projects. 

Through this study, persons who are looking for converting a 

monolithic application to the microservice architecture can 

gain ample ideas to make decisions. 

II. BACKGROUND 

Several review studies related to the microservice 

architecture were conducted in the past few years to leverage 

the trending software concepts. Most of the researchers 
conducted studies related to the microservice transition and 

contemplated the problems associated with it [4]. The 

optimal way of transformation in the microservice is to 

define the service on the monolithic systems as fine-grained 

services. Such services should be in the form of atomic 

services; which means that one service is responsible for 

performing only a specific task. A term called 

‘microservitization’ is introduced to illustrate the system 

transition to the microservices. The main challenge in 

transforming applications to microservice architecture is to 

define the services as independent modules. Another 

systematic literature review was conducted by Atilim 
University with relation to microservices [5]. The study 

focused on three main areas such as types of research 

conducted related to the microservices, motivation behind 

microservice architecture, and the emerging trends in 

microservice architecture. They have classified microservice-

based research into several classes such as validation 

research, evaluation research, solutions, philosophy, and 

experience. According to their research, most of the people 

performed the solutions research related to the microservice 

system development and its usage [5]. A relatively few 

studies are conducted on the philosophical area of the 

microservices as it is already defined by Lewis and Fowler 

[6].  Most of the research focuses on the microservices 

design and the functionalities. Recent microservice studies 
show that most of the microservice architectural concerns are 

overcome using continuous deployments and cloud 

containerization technologies [7].   
 

A systematic grey literature review was conducted by 
the group of research related to the gap of the microservice 

architecture and also to the advantages of the microservice 

architecture [8]. According to them, the main pain area of the 

microservice design stage is the security policies definitions 

to the resource levels of the services. Handling the 

distributed storage and application testing on the distributed 

environment is mentioned as pains on the microservice 

architecture in the application development stage. In the 

operational time, the main pain point is the huge network 

consumption because of the inter-service communication in a 

microservice architecture. When developing the overall 
solution using the microservice architecture, all teams need 

to conclude what sort of communication mechanism should 

be used for the interservice communication.  
 

Nowadays, most architects use cloud-native software 

architecture for the development of applications. According 

to the researchers, the best cloud-native software architecture 

is microservice architecture [9]. They comprise several non-

functional requirements for the cloud-native applications 

such as elasticity, scalability, automated deployment, and 

vendor lock-in avoidance [10].  Docker the Rocket 

containerization concepts together with the Kubernetes. 
Docker Swarm and Mesos automated container management 

help microservice architecture to bring those non-functional 

requirements to the deployments.  
 

A German university conducted research related to the 

features of the microservice architecture [11]. According to 

their research, security, performance resilience, reliability, 

latency, and fault tolerance are the most important features of 
the microservice architecture. Most people use the 

microservice architecture to get proper scalability, 

extensibility, and agility. With these intentions, engineers 

focus on the security of the microservices because it is 

deployed in the distributed environment. When services are 

deployed in remote locations, developers need to scrutinize 

the entire application performance and the response time.  

Most of the researchers conduct the review using standards 

research approaches such as the quantitative research 

approach and the qualitative research approach. In the 

qualitative research approach, they collect feedback from the 
engineers who are involved in the microservice architectures 

via interviews, open-ended questionnaires, and surveys. As 

qualitative research approaches researchers build the 

prototypes of the microservices and collect the actual data for 

their research analysis.  
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In summary, identified that most of the industries use the 

microservices architecture for their upcoming developments 

and some of them are faced with difficulties in the 

microservice architecture.  The key motivation of this study 

is to find out the encouragement of converting the old system 
to the microservice architecture and fill the gap of the 

microservice architecture by the current state of practice 

using the systematic review of the microservices. 

II. RESEARCH METHOD 

This systematic review methodology is conducted using 

the guidelines provided by the well know PRISMA 

(Preferred Reporting Items for Systematic Reviews and 

Meta-Analysis) model. The primary aim of the systematic 

literature review is to identify the presented results related to 

the specific domain and then evaluate those results. Finally, 

illustrate the identified results in a meaningful manner. 

A. Research Question 
This systematic review aims to consolidate research 

findings that are conducted by several research institutes and 

technology companies related to the microservice 

architecture by answering the following research questions.  

 

 What are the main motivations to convert the 

monolithic application to microservice architecture? 

 What are the technologies & architectural patterns 
used in microservice architecture with technological 

advancement?  

 What are the pains of people in the software 

development life cycle when using the microservice 

architecture? 

 

The aim is to address the above-mentioned research 

questions by studying the past research activities, and in the 

meantime provide taxonomical classification regarding the 

microservice architecture. People who are still struggling 

with the monolithic systems can get a better advantage from 
this research to convert their systems into microservices 

architecture using improved technologies and the 

architectural patterns in their software development life 

cycle. 

 

a) What are the main motivations to convert the monolithic 

application to microservice architecture? 

In this scenario, intend to elaborate on the main 

motivations behind converting monolithic systems into a 

microservice architecture. The existing issues people face in 

the monolithic, and how they mitigate those problems via the 

microservice architecture will be further discussed in this 

section.  

 
b) What are the technologies & architectural patterns used 

in microservice architecture with technological 

advancement?  

There are several architectural patterns for microservice 

architecture. Here, aim to bring several architectural patterns 

for problem-solving in the microservice architecture, as well 

as discuss the new technological tools and frameworks that 

are used for microservice development. According to the 
application domain, developers need to change the tech stack 

to cater to the business requirements. 
 

c) What are the pains of people in the software 

development life cycle when using the microservice 

architecture? 

Noticed that some of the research studies elaborate on 

the problems associated with the microservice architecture in 

the software development life cycle. The aim is to identify 

those problems and provide possible solutions to mitigate 

those types of pains. 

B. Data Source 
IEEE Xplore [12], ACM [13], Citeseerx [14] and 

ScienceDirect [15] digital libraries were used for this 

research study. The reason behind choosing these digital 

libraries is due to high-quality research and easy 

accessibility. Simultaneously, the research databases support 

the advanced searching facility to search for any metadata of 

the publication. Out of those databases, chose the published 

research papers and journal papers for this study. 

C. Search Strategy 
Identification of the search term is a vital factor in 

systematic reviews and it is mandatory to use proper search 

terms in the relevant field to identify the research works.  

 

Primary studies were conducted using high-impact 

digital libraries, and well-reputed conference proceedings 

were used to provide answers to the research questions. 

Search is bounded to the online library search engines which 
are available for university subscriptions. Time limits 

weren’t applied for the search. Further to that, noticed that 

microservice research started in 2000 decade.   

 
Fig. 1 Yearly wise publication count 
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Below combinations of strings were used for the search:  

 

General Search string – (“Microservices” OR 

“Microservice” OR “micro-service”) AND (“monolithic 

application to microservice architecture”) OR (“microservice 
framework” OR “microservice development tools”) OR 

(“microservice architectural patterns”) OR (“Challenges of 

microservice”) 

 

According to the above graph 1, after 2016 microservice 

became a popular area for research studies. Last year 

research published a vast number of publications related to 

microservices. 
 

 

 

Fig. 2 PRISMA model 

Once the papers related to the microservices were sorted 

out, once again categorized the papers according to each 

research, question-wise using the paper’s keyword, title, and 

abstract. conducted each research question studies using the 

filtered output.  

D. Study Selection Process 
With adherence to the PRISMA guidelines, [16] 

selection process is carried out for the systematic review 

which is shown in the above figure 2. Standard tools like 
Microsoft excel and the Zotero tool are used to analyze and 

store the papers.  In each phase conducted the paper selection 

and the filtering without being biased and made confidence 

in the study process. 

E. Inclusion, Exclusion Criteria 
Inclusion criteria are included from the data sources for 

this research study. Exclusion criteria that are used for the 

research studies are not relevant to the systematic review. 

These criteria are applicable for all data sources that have 

been used for the study.  

 

 Inclusion criteria 1 – Research studies that are relevant 

to the search string from the data sources 

 Inclusion criteria 2 – Research conference papers and 

Journal papers are considered 

 Exclusion criteria 1 – Paper languages other than 

English  
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 Exclusion criteria 2 – Papers are not relevant to the 

research questions 

 Exclusion criteria 3 – Research studies that are unclear 

to the domain 

 
III. RESULTS AND DISCUSSION 

 

A. What are the Main Motivations to Convert the 

Monolithic Application to Microservice Architecture? 
 

Publication Reference 

Journal [17], [18], [19] 

Conference [20], [21], [22], [23], [24], [25], 

[26], [27], [28], [29], [30], [31] 

 

In the 1990 decade, most software development 

companies developed enterprise-grade software using the 

monolith software architecture. Back in that period, client 

requirements are very unique and bound to a specific scope. 

Those requirements are not changing over time and possess a 

clear understanding of the requirements. When moving to the 
2000 decade, it is depicted that the world is subject to 

technological advancement. Day by day new technology is 

introduced while the existing technology has improved. With 

such improvements in technology, clients’ requirements have 

turned out to be more complex and advanced. To cater to 

those requirements people should need to move out from the 

traditional software architectures [32]. It can categorize 

people’s intentions to choose the architecture as product, 

cost, and process. 

 

When considering the product, most of the engineers 

focus on the product scalability over the cloud, product 
maintainability, performance, and as well as product security 

[33]. Most people are moving towards digital services, and 

service consumers tend to use digital services as well. Hence, 

application owners need to scale their applications. However, 

with the monolithic architecture, it is very costly, and they 

can’t scale the required service only. Therefore, with the 

monolithic architecture, service providers can’t compete with 

the news industry. Due to this fact, people are motivated to 

move their architecture to microservice-based architecture. 

Day to day requirements tends to change with the digitization 

of the services and there’s an increased need to adhere to 
those changes as well as to introduce new features. In the 

monolith architecture, all the components are tightly coupled, 

and the change of one component may affect the entire 

application. The maintainability of the code is challenging in 

monolithic architecture due to the tightly coupled modules. 

In a microservice architecture, all the services work 

independently and are deployed separately. Hence, adding 

new features and changing the code is very easy and 

testability is very high [34]. Certain industries need a higher 

level of security while some of them need an acceptable level 

of security. The monolithic architecture contains some 

security modules, and most of the systems are having only 
one checking point. On the contrary, code-level security is 

also facing difficulties in changing some dependencies in the 

monolithic architecture. But in the microservice architecture, 

developers can implement several checkpoints to validate 

security. Software performance can be measured using 

several aspects such as response time, throughput, and 
software capacity. Most of the real-time systems look for less 

response time. On the other hand, they struggle with the 

microservice architecture as microservice architecture is 

deployed in the distributed environment, and service to 

service communication will add some latency to the response 

time [35].  

 

But when we consider the throughput, microservice 

architecture provides massive throughput with architectural 

behavior. Single microservice can handle an extensive 

workload because of its independent behavior. Hence, 

microservice is better capacity-wise in comparison to the 
monolithic system. For such reasons, a lot of people move 

their systems towards a microservice architecture. Many 

companies initiate the process of frequent software releases. 

In the monolithic architecture, all the modules are tightly 

coupled to each other. Hence, adding new features or 

patching existing logic takes a lot of engineering effort. 

When converting that effort to the cost, it is considerably 

larger in comparison to project cost. In the actual business 

context, software companies need to provide solutions within 

the shortest time frame and the lowest cost to win over the 

business. That is very challenging in monolithic based 
systems. But with the microservice architecture, people can 

easily patch and adapt to the new requirements within short 

cycles with the leverage of Continuous Integration (CI) and 

Continuous Deployment (CD) pipelines [36]. With the 

microservice architecture, software companies can run an 

agile-based software development process that can cater to 

the frequent requirement changes. 
 

B. What are the Architectural Patterns used in 

Microservice Architecture with Technological 

Advancement? 
 

Publication References 

Journal [37], [38], [39] 

Conference [40], [41], [42], [43], [44], [45], [46], 

[47], [48], [49], [50], [51], [52], [53], 

[54], [55], [56], [57], [58] 

Microservice architecture is one of the emerging 

architectures in the software industry. With the motivation 

towards microservice architecture, software companies 

convert their monolithic-based software and service-oriented 

architecture software to microservice-based architecture. 

Several frameworks have been developed for microservice 
development in various programming languages. Those 

frameworks expose the interfaces to use and write the 

business logic to the users. Underline framework 

implementation helps establish several features to 

microservice such as security features, resiliency, 
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asynchronous programming, cloud enablement, etc. By 

choosing the framework, developers need to speculate 

several factors like framework maturity, in-build features, 

development support, performance, and software license. In 

consideration to all these factors, choose the most used and 
popular microservice development framework to perform the 

systematic reviews such as Java base Spring Boot framework  

[59], Go-based Go Micro framework [60], Node.js based 

Molecular framework [61], and Java bases, Vert. x 

framework [62]. 

Table 1. Microservice framework comparison 

 

Fig.  3 Quality attributes ranking in microservice 

 

 

 

 

Fig. 4 Architectural patterns in a microservice architecture 

Based on the above table 1, Spring Boot is the most 
popular and the number one trending microservice 

framework of the world, that comprises the most critical 

quality attributes. Go-micro-framework is also turning out to 

be famous in the industry because of its performance. Vert. X 

microservice framework does not give proper flexibility to 

bring the software quality attributes as required [63]. It is a 

slowly evolving framework compared to the Spring boot. 

But, Vert. X is implemented using the multi reactor pattern 

and therefore possesses good performance. The molecular 

framework is not widely popular in the microservice 

development industry. However, according to its 
architecture, it is suitable for high-performance 

microservices. World-famous multimillionaire companies 

have transited their systems to the microservice-based 

architecture to get more advantages in terms of the product, 

cost, and the process. Services in the microservice 

architecture develop, deploy and execute independently. 

Thus service needs proper technology to perform efficiently.  

Architectural patterns are more important to gain quality 

attributes of the system. If correct architectural patterns are 

not followed according to the software domain, will fail to 
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deliver high-quality software services to the client.  

When considering the architectural pattern for the 

microservices, one needs to consider the following factors.  

 Software solution understandability 

 Modifiability 

 Resiliency 

 Performance  

 Continuous deployment of the software solution 

 Scalability 

 Emerging technology adaptation 

 Independency  

In the software industry, several architectural patterns 

can be used to ensure the above-mentioned factors. 

Segregated the patterns into several areas to achieve the 

above factors (figure 4). There are various architecture 

patterns-based quality attributes in the systems [64]. Service 

decomposition patterns illustrate how the system can be 

independent of several services. Monolithic system holders 

can use this pattern to segregate their services to maximize 

the application performance. To use this pattern, architects 
need to have proper knowledge of the business domain, as 

well as the technology associated with the domain.  The 

method of interacting with the data is critical to the system. 

There are several microservice architecture patterns defined 

to design the data management. Before designing the data 

management pattern, you need to study the scenarios of 

scaling the microservices, the requirement of different data 

sources such as RDBMS, NoSQL, data retentions, and the 

data flow. Based on the business requirement, architects can 

choose the data management patterns. Many studies show 

that event sourcing patterns are not good for transactional 
management business scenarios [65]. When scrutinizing 

modern trends of microservices, containerized deployments 

are more popular in the world. Certain people opt for server-

less kind of solutions for less computational services. Cloud 

providers are also inventing server-less platform features as 

well as containerization supports. The most famous 

architectural pattern is the API-based pattern. Because most 

of the microservice expose through the API manager to 

governance the APIs which are exposed through the 

microservices. New API management platforms are invented 

for the software industry daily. People move to microservice 

architecture to attain better scalability in their services. 
Microservices can be scaled into many services based on the 

traffic load, and if the traffic is low, such a service can be 

brought down into the optimal value on demand. It is crucial 

to make configuration changes in and out of each scale. In 

such a scenario, can use service discovery patterns. Most 

software firms are currently concerned about software 

resilience. Resilience pattern is responsible for preventing the 

cascading failure to other services from one service network 

or service failure.  The renowned pattern for resilience is the 

circuit breaker pattern. 
 

 

C. What are the Main Motivations to Convert the 

Monolithic Application to Microservice Architecture? 
 

Publication References 

Journal [66], [67], [68], [69], [70] 

Conference [71], [72], [73], [74], [75], [76], 

[77] 

 

Many people move to microservices to gain more 

advantages for their business and software. But, 

microservices are not the perfect match for every software 

domain. Some architects, developers, support teams, and 
other stakeholders have pains in using microservice 

architecture. Technology has gradually improved to resolve 

these challenges; yet, some of the pains could not be 

mitigated by the current technological advancements or 

solutions. This paper elaborates the findings on the challenge 

when using microservice architecture. Segregate the 

challenges into several phases such as design level 

challenges, implementation level challenges, and support 

level challenges. 

 

There are two main types of microservice design. The 
first one is designing the microservice from the new business 

requirement and new solutions. Another type is converting 

monolithic systems or service-oriented traditional systems to 

microservice architecture. The first challenge in developing a 

microservice is to determine the scope of one service in a 

microservice architecture. The scope can vary from business 

domain to domain, software type, functional and non-

functional requirements. Yet, a concise theory is not brought 

forward for the separation of microservices. Some 

researchers demonstrate that service should only need focus 

on the specific business flow; while another group of 

researchers suggests that service scope should be bound to 
one application domain. In the software industry, the scope 

of microservice is segregated into programming operational 

service on the overall microservice architecture such as DB 

service, messaging service, file read/write service, etc. Fast-

growing and well-established frameworks like Spring boot 

are also built to support the industry practice. Hence, a clear 

principle to define the microservice scope is still ambiguous. 

Amidst the absence of a proper scope definition, it is 

challenging to contemplate the size of the microservice. 

Hence, based on that, can’t determine the connection points 

within microservice architecture.  
 

At the implementation level, the developer needs to 

detect the quality attribute. Services in the microservice 

architecture are deployed in the distributed environment. 

This could be different networks, multi-cloud or hybrid 

clouds. Therefore, data needs to be transferred to each 

service to complete the business requirement, which 

ultimately leads to vulnerabilities in the entire software 

solution. Data security across the microservice is a big 

concern in the microservice architecture. It is a complicated 
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assignment to preserve the integrity, confidentiality, and 

privacy of business data. Some frameworks support 

validating the security tokens such as JSON Web Token. 

But, validating the JWT token on each service will lead to an 

overall performance issue [78].  
 

Another main concern behind the microservice is the 

application performance in terms of latency [79]. There are a 

lot of protocols, for instance, HTTP/HTTPS, gRPC, JMS, 

AMQP, and web sockets to service-to-service 

communication. Some protocols generate more complexities 

to the microservice architecture, while some do not support 

the cloud-native environments. Based on the domain of the 

business, service-to-service communication can be 

synchronous or asynchronous. Most of the developers use the 

HTTP/HTTPS protocol for service-to-service 

communication. Because of the latency issues, architects do 
not try to define the services accurately in the microservice 

architecture.  

 

Nowadays, several languages are present to write the 

deployment scripts such as Ansible for server deployments 

and configurations, puppet and the helm chart for the 

Kubernetes deployment, and terraform for cloud-level 

deployments. In the microservice architecture, one single 

software solution has several services and needs to write 

deployment scripts to every microservice. Software 

deployment will take considerable time compared to 

traditional software systems. Introducing the CI/CD pipeline 

can reduce the time of deployment, but it will take additional 

effort and cost.  

Supporting the microservice architecture is very 
challenging because of the service distribution. If 

microservices don’t have the request tracing mechanism 

implemented, then support engineering will be facing a 

nightmare. They would have to reach each microservice and 

check on the root cause for the issue. Bringing the fault 

tolerance to the microservice architecture is crucial as many 

services are involved with the distributed environment. Each 

path needs to test for fail resilience and should ensure fault 

tolerance. The production system would need to have very 

strong monitoring. In a microservice architecture, enabling 

monitoring needs more effort and resources due to the small 
number of services deployed in the distributed environment. 

 

V. TAXONOMY CLARIFICATION ON 

MICROSERVICES TECHNOLOGY TRENDS 

Researchers have chosen 3 fundamental stages in the 

software lifecycle to construct the taxonomy [80] 

development, deployment, and operational (figure 5). After a 
critical review, identified the three main categories that 

microservice research is moving towards in near future AI, 

cloud, and architecture. 

 

 
 

Fig.  5 Taxonomy on microservices future trends 
Most of the monolithic systems are moved to 

microservice-based architecture to bring quality attributes to 

the system. Nowadays chief technology offices around the 

world's KPI is to bring the business software into the cloud-

native platform. When moving to the cloud-native 

architecture, cost and application performance are the biggest 
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limitations. To get better performance with low cost in the 

cloud-native environment, the application should possess the 

capability to run on low computational specifications and 

need to perform with better results. Most of the microservice 

frameworks are now built according to the cloud-native 
architecture concepts. The review found that the most 

famous JAVA Spring framework massively supports cloud-

native development. As an example, spring-cloud supports 

the GCP / Azure / AWS / Alibaba cloud Integration for 

microservices. Go micro kind of microservice frameworks 

enable high performance with the lightweight applications to 

achieve low cost. Other frameworks are actively working on 

developing cloud-native support libraries. The future of the 

microservice is mainly based on the cloud-native 

environment.  

 

Most of the microservice-related research mainly 
focuses on the cloud-native concepts and integration with 

artificial intelligence to the microservice architecture.  By 

critically evaluating the ongoing research, found out that 

most of the machine learning and neural network 

technologies are used for the predictive analysis in proactive 

scaling. But those kinds of implementations are needed for 

high-end computational resources. Or else, it is mandatory to 

use the cloud services (which are inclusive of certain costs). 

AIOps concepts mainly focus on microservices [81]. 

Most of the cloud providers invent serverless architecture 

services and function as a service.  Cloud consumers are 
moving towards serverless because it provides on-demand 

computing resources. Also, it is very beneficial for the 

industry cost-wise. Researchers have introduced the 

architectural pattern for serverless architecture with several 

reference architectures for some domains. The entire 

application stack will be decentralized in the function as a 

service concept. Intelligence-driven microservices with the 

in-memory resources that conduct real-time analytics will be 

the trend in this concept. On the other hand, people try to 

deploy their solutions in hybrid cloud environments. The 

reason behind moving to hybrid cloud deployment is to 

minimize network latency based on geographical areas and to 
gain several cloud vendor services. 

 

The industry is rapidly moving to microservice 

architecture to associate with considerable challenges as 

well. The main challenge is the performance in terms of 

latency because of the inter-service communication between 

microservice in the distributed environment. Skill for 

development of the microservices is another channel in the 

software industry. When the application is deployed into the 

production operation, the troubleshooting with the tracing is 

quite complicated in the microservice architecture. But 
currently, some of the tools are being developed to sort out 

challenges like Zipkin and Jager [82]. 
 

 

 

V. CONCLUSION AND FUTURE WORK 

This systematic review extensively discusses the 

microservices using the three research questions by 

providing supportive data. Used the PRISMA model to 

conduct this systematic review. Research questions are 
chosen to capture all aspects of the microservice research 

area. Most people are moving their monolithic system to 

microservice architecture to achieve the quality attributes 

such as scalability, performance, security, maintainability, 

etc. In the current context, with the emergence of world 

pandemic situations, most of the services are served via 

online platforms and a lot of users are moving towards the 

online platforms to get the services. 

Most software companies tend to develop scalable 

microservice to cater to a considerable workload. To achieve 

complete benefits of the cloud services application, 

developers need to change the application architecture to the 
cloud-native microservice architecture. The review found 

that most of the software frameworks are now supporting 

microservice development. Researchers introduce modern 

architectural patterns for microservice development in terms 

of integration patterns, data management, service 

segregation, traffic routing, and deployment patterns. Since 

microservice technology is a mature concept, most 

researchers now focus on developing the framework, 

patterns, and new technology advancement of the 

microservice concept. Software architecture-related future 

research tends to focus on the microservice integration 
patterns on distributed cloud environments. With the 

technological advancement and the architectural patterns, 

some of the challenges are overcome but they are still faced 

with several issues in the microservice architecture. The 

main concern of the microservice architecture is the latency 

because of the distributed services. Another problem is the 

troubleshooting issue on the microservice, which is 

challenging for the support engineers. Continuous research of 

this to find a solution for the performance issue in the 

microservice architecture. With the selected research 

questions, can comprehensively go through the microservice 

concepts and their related research areas.   
 

The review identified the critical areas that the future of 

the microservice-related research is focused on and 

developed the taxonomy based on that. The researchers who 

are interested in the AI field can focus on the microservice 

proactive scaling in the cloud and containerization level 

using AI technologies. AIOps is also a new trend in the 

microservice operational layer which is used to identify the 

possible faults using advanced technologies of AI. 

Containerization and serverless technologies adaptation is the 

most trending microservice research area for people who are 
focusing on cloud-related research. Soon, most of the 

systems may move towards cloud-based systems. Hence, 

applications need to be micro-level to achieve all the features 

of the cloud. Therefore, future research needs to focus on the 

cloud-native development of the microservice architecture 
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and should prioritize resolving the problems identified in this 

research. Enterprise-grade software has a proper 

observability stack when moving to the microservices 

architecture. New research areas are open to research to 

further improve the microservice observability in the 
distributed cloud environment. Can conclude that 

microservices are evolving in countless areas to cater to the 

current user trends. 
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